**CONTROL DE ERRORES (EXCEPCIONES)**

**Python implementa excepciones con el propósito de conseguir código robusto.**

**Cuando ocurre un error en un programa, el código que encuentra el error lanza una excepción que se puede capturar desde la aplicación con el propósito de recuperarse de ella.**

Veamos un ejemplo de control de errores:

Solicitaremos al usuario que introduzca un número por teclado. Si lo hace correctamente e introduce el número comprobaremos que nuestra aplicación se ejecuta sin problema.

**def** controlErrores():

numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
controlErrores()
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No sucederá lo mismo si el usuario introduce texto.
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* Nos dice claramente que no puede convertir una cadena (Hola) a entero.
* Tenemos que fijarnos en el nombre de la excepción que se ha producido (ValueError)
* Para que nuestro código sea totalmente correcto tenemos que tratar el error, mostraremos un mensaje al usuario para avisarle de lo sucedido.

**CONTROLANDO EXCEPTION**

En Python el manejo de excepciones se hace mediante los bloques que utilizan las sentencias try y except.

Sintaxis:

**try:**

# Incluimos el código que puede provocar excepciones

**except NOMBRE\_EXCEPTION:**

# Ejecutará las instrucciones que aquí pongamos en caso que se haya producido una excepción

Modificamos el ejemplo anterior para controlar la Exception ValueError.

**def** controlErrores():  
 **try**:  
 numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
 **except** ValueError:  
 print (**"Error, debes introducir un número"**)  
  
controlErrores()

Obtendremos el siguiente resultado en caso de que el usuario introduzca una cadena:
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Si el usuario introduce un número, el resultado será correcto:
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Otra posibilidad, es avisar del error y que el usuario vuelva a intentarlo.

Vemos en el ejemplo como volvemos a llamar a la función para que el usuario introduzca un número.

**def** controlErrores():  
 **try**:  
 numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
 **except** ValueError:  
 print (**"Error, debes introducir un número"**)  
 controlErrores()  
  
controlErrores()
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En la documentación oficial de Python podemos ver la lista de Excepciones integradas y su significado:

<https://docs.python.org/3.8/library/exceptions.html>

**MANEJANDO VARIOS ERRORES**

Dentro del bloque “try” se pueden producir varios errores, por ese motivo Python nos permite incluir varios bloques “except”, para capturar diferentes excepciones.

En el siguiente ejemplo realizaremos una división de dos números, controlando que se introduzcan número y que el divisor no sea cero.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
  
controlErrores()

RESULTADO:
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Se puede utilizar la sentencia **except sin especificar ningún nombre de excepción** para captura cualquier tipo de error.

Modificamos el ejemplo anterior para que entre en la excepción ValueError o ZeroDivisionError si se producen sus respectivos errores, pero si se produce cualquier otro entrará en el último except.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **except**:  
 print(**"Error general"**)  
  
controlErrores()

\*\*\* Podemos probarlo eliminando el segundo Exception (ZerodivideError). Comprobaremos que entra en el Except sin nombre de error cuando intentemos dividir por cero.

**sys.exc\_info()**

Con la función exc\_info() podemos mostrar el mensaje de error que se ha producido.

Esa función pertenece al módulo sys, para poder utilizarlo realizaremos un import.

En el ejemplo mostraremos el mensaje de error que se produce si entra en el último except.

**import** sys  
**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {**resultado**}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **except**:  
 print(**f"Error: {**sys.exc\_info()**}"**)  
  
controlErrores()

Aunque el bloque **finally** no es obligatorio, es importante conocer que existe por si queremos que se ejecute un bloque de código se produzca o no una excepción.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **finally**:  
 print(**"ENTRA"**)  
  
controlErrores()

RESULTADO SIN ERROR
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RESULTADO CON ERROR

![](data:image/png;base64,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)

Ejemplo claro de utilizar **finally**

Imaginemos que estamos leyendo de una base de datos:

1. Abrir conexión con la base de datos
2. Ejecutar una consulta
3. Leer datos
4. Cerrar conexión

Conexión.abrir()

Consulta.Execute()

Consulta.Read()

Conexión.cerrar()

**try**:  
 Conexión.abrir()

Consulta.Execute()

Consulta.Read()

**except**:  
 print(“Error GORDO”)

**finally**:  
 Conexión.cerrar()

print(“Programa continuando tranquilo por aqui”)