**CONTROL DE ERRORES (EXCEPCIONES)**

**Python implementa excepciones con el propósito de conseguir código robusto.**

**Cuando ocurre un error en un programa, el código que encuentra el error lanza una excepción que se puede capturar desde la aplicación con el propósito de recuperarse de ella.**

Veamos un ejemplo de control de errores:

Solicitaremos al usuario que introduzca un número por teclado. Si lo hace correctamente e introduce el número comprobaremos que nuestra aplicación se ejecuta sin problema.

**def** controlErrores():

numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
controlErrores()
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No sucederá lo mismo si el usuario introduce texto.
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* Nos dice claramente que no puede convertir una cadena (Hola) a entero.
* Tenemos que fijarnos en el nombre de la excepción que se ha producido (ValueError)
* Para que nuestro código sea totalmente correcto tenemos que tratar el error, mostraremos un mensaje al usuario para avisarle de lo sucedido.

**CONTROLANDO EXCEPTION**

En Python el manejo de excepciones se hace mediante los bloques que utilizan las sentencias try y except.

Sintaxis:

**try:**

# Incluimos el código que puede provocar excepciones

**except NOMBRE\_EXCEPTION:**

# Ejecutará las instrucciones que aquí pongamos en caso que se haya producido una excepción

Modificamos el ejemplo anterior para controlar la Exception ValueError.

**def** controlErrores():  
 **try**:  
 numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
 **except** ValueError:  
 print (**"Error, debes introducir un número"**)  
  
controlErrores()

Obtendremos el siguiente resultado en caso de que el usuario introduzca una cadena:
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Si el usuario introduce un número, el resultado será correcto:
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Otra posibilidad, es avisar del error y que el usuario vuelva a intentarlo.

Vemos en el ejemplo como volvemos a llamar a la función para que el usuario introduzca un número.

**def** controlErrores():  
 **try**:  
 numero = int(input(**"Introduce número:"**))  
 print(**"Número:"**,numero)  
 **except** ValueError:  
 print (**"Error, debes introducir un número"**)  
 controlErrores()  
  
controlErrores()
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En la documentación oficial de Python podemos ver la lista de Excepciones integradas y su significado:

<https://docs.python.org/3.8/library/exceptions.html>

**MANEJANDO VARIOS ERRORES**

Dentro del bloque “try” se pueden producir varios errores, por ese motivo Python nos permite incluir varios bloques “except”, para capturar diferentes excepciones.

En el siguiente ejemplo realizaremos una división de dos números, controlando que se introduzcan número y que el divisor no sea cero.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
  
controlErrores()

RESULTADO:
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![](data:image/png;base64,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)

Se puede utilizar la sentencia **except sin especificar ningún nombre de excepción** para captura cualquier tipo de error.

Modificamos el ejemplo anterior para que entre en la excepción ValueError o ZeroDivisionError si se producen sus respectivos errores, pero si se produce cualquier otro entrará en el último except.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **except**:  
 print(**"Error general"**)  
  
controlErrores()

\*\*\* Podemos probarlo eliminando el segundo Exception (ZerodivideError). Comprobaremos que entra en el Except sin nombre de error cuando intentemos dividir por cero.

**sys.exc\_info()**

Con la función exc\_info() podemos mostrar el mensaje de error que se ha producido.

Esa función pertenece al módulo sys, para poder utilizarlo realizaremos un import.

En el ejemplo mostraremos el mensaje de error que se produce si entra en el último except.

**import** sys  
**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {**resultado**}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **except**:  
 print(**f"Error: {**sys.exc\_info()**}"**)  
  
controlErrores()

Aunque el bloque **finally** no es obligatorio, es importante conocer que existe por si queremos que se ejecute un bloque de código se produzca o no una excepción.

**def** controlErrores():  
 **try**:  
 dividendo = int(input(**"Introduce dividendo:"**))  
 divisor = int(input(**"Introduce divisor:"**))  
 resultado = dividendo / divisor  
 print(**f"Resultado división: {resultado}"**)  
 **except** ValueError:  
 print(**"Error, debes introducir un número"**)  
 **except** ZeroDivisionError:  
 print(**"¡¡¡Error!!!. El divisor no puede ser cero"**)  
 **finally**:  
 print(**"ENTRA"**)  
  
controlErrores()

RESULTADO SIN ERROR
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RESULTADO CON ERROR
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